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Abstract—A new constructive algorithm for designing and training multilayer perceptrons is proposed. This
algorithm involves the optimization of an objective function for internal representations, which does not require any
computation of the network’s outputs. Coupled with a strategy for recruiting units during the learning process, this
concept provides a scheme for training a multilayer network layer by layer, until self-encoding of the pattern
categories is achieved in the final, highest-level representations. Two objective functions are proposed. For
discrimination problems, recent experimental and theoretical results concerning back-propagation training of
networks with one hidden layer and linear outputs suggest the introduction of a particular measure of class
separability. For problems involving the approximation of a continuous function, we show that the minimization of
the mean squared output error can be achieved by maximizing a statistical measure (the sample coefficient of
multiple determination) in the last hidden layer. Simulations are used to illustrate the process of network
construction, and to demonstrate the improvements brought by this approach over back-propagation in terms of
performance and robustness.
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1. INTRODUCTION

The back-propagation algorithm owes much of its
success in challenging real-world applications to its
ability to form complex internal representations
(Rumelhart et al., 1986). Whereas simple two-layer
associative networks can only map similar inputs to
similar outputs, the recoding of input patterns in a
layer of non-linear hidden units considerably extends
the class of implementable mappings. Some time after
the introduction of back-propagation as a powerful
learning procedure (Rumelhart et al., 1986), this
argument received its most striking confirmation
from a series of theorems showing that networks
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with only one layer of non-linear units could
approximate virtually any desired mapping with
arbitrary accuracy (see, for example, Hornik, 1991).

In the original back-propagation algorithm, the
number of hidden units and the connectivity are
predetermined, and internal representations are
constructed automatically by a gradient descent
procedure which attempts to minimize the squares
of the differences between the actual and the desired
output values summed over the output units and all
pairs of input/output vectors (Rumelhart et al., 1986).
Although it represents a considerable improvement
over previous models in which the hidden layer
weights could not be adapted at all (Rosenblatt, 1958),
this approach leaves open the question of the optimal
dimensionality of the representation space onto which
the input patterns are projected as a result of the
learning process. The design of a suitable architecture
for a neural network in view of performing a given
task has been found to be both critical with regard to
generalization ability (Hinton, 1990), and extremely
difficult to handle more efficiently than through a
time-consuming process of trial and error.

In this paper, a novel approach to this problem is
proposed. This approach is based on direct optimiza-
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tion of an objective function for internal representa-
tions, which can be computed given a set of examples
without specifying the network’s outputs. Coupled
with a strategy for recruiting units during the learning
process, this concept provides a scheme for training a
multilayer network layer by layer, until a simple
correspondence can be found between the final,
highest-level representations and a simple target
coding scheme. Two objective functions are pro-
posed. For classification problems, recent experi-
mental and theoretical results (Webb & Lowe, 1990)
concerning back-propagation training of networks
with one hidden layer and linear outputs suggest the
introduction of a measure of class separability
commonly used in statistical pattern recognition.
For problems involving the approximation of a
continuous function, we show that the minimization
of the mean squared output error can be achieved by
maximizing the sample coefficient of multiple
determination in the last hidden layer, which can be
done without explicit calculation of the hidden-to-
output weights.

The remainder of this paper is organized as
follows. In Section 2, some previous approaches to
the design of minimal size multilayer networks are
briefly reviewed. Section 3 explains why back-
propagation networks trained on classification tasks
can be viewed as performing non-linear discriminant
analysis, which justifies the introduction of class
separability as an objective function for internal
representations. Our constructive algorithm is then
presented in detail in Section 4, after which an
extension to the continuous case is proposed (Section
5). Finally, simulation results are presented and
discussed in Section 6.

2. DESIGNING THE ARCHITECTURE OF
MULTILAYER PERCEPTRONS

As mentioned in the introduction, we know from the
so-called “approximation theorems” (Hornik, 1991)
that neural networks with sufficiently many units in
one hidden layer are in principle capable of
performing any approximation task. Although these
results have had a tremendous impact from a
theoretical point of view, they have not been of
much help to the practitioners who want to know
which architecture (number of layers, number of
units in each layer) is needed for a given application.
An important step in this direction has been made by
research work which has provided upper bounds of
the number of threshold or sigmoidal hidden units
needed to either dichotomize, or approximately
interpolate any set of n data points (Sontag, 1991).
However, these bounds, resulting from a worst case
analysis, lead to considerable overestimation when
applied to most of the tasks encountered in practice.
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The size determination problem appears to be even
more complicated when neural net training is
considered from the point of view of inductive
inference. In that case, the focus is not on how well
the network has been able to memorize a set of input—
output patterns, but on the extent to which it will be
able to generalize to unseen cases. In that framework,
the function implemented by a network trained on a
particular data set can be viewed as a hypothesis which
accounts for this data. Since a large number of such
hypotheses usually exist, there is a need for an
inductive bias (Haussler, 1988) whereby some
hypotheses are preferred a priori over others.
Following the assumption that the simplest explana-
tion is the most plausible, the inductive bias is often
related to some measure of complexity. One statistical
approach to this problem has been provided by
Vapnik’s framework (Vapnik, 1983), which has been
used to propose upper bounds of the probability that a
network trained on a number of samples will perform
poorly on unseen samples drawn from the same
distribution (Baum & Haussler, 1989; Burton &
Farris, 1991). These results suggest in particular
that, for classification problems, the number of
samples needed to achieve a generalization error rate
of ¢ is roughly the number of weights divided by ¢
(Baum & Haussler, 1989). These considerations, which
are also supported by empirical evidence indicating
that small networks are less prone to overfitting than
large networks, justify the search for the minimal size
network capable of performing a given task.

Having recognized the importance of size determi-
nation, we are faced with the problem of building
networks which are at least close to the minimal one.
One strategy for solving this problem is the
constructive approach in which a small initial
network is gradually expanded until the task is
considered to be solved. In Mézard and Nadal
(1989), Marchand et al. (1990) and Zollner et al.
(1992), such schemes are described in the particular
case of networks of binary threshold units trained to
evaluate Boolean functions. A more general-purpose
algorithm is Fahlman and Lebiere’s “Cascade-
correlation™ algorithm (Fahlman & Lebiere, 1990),
in which each new unit is trained independently so as
to maximize the covariance between its output and
the residual error signal. A specific cascaded
architecture is generated, in which each newly-
recruited unit is connected both to the original
inputs and to every pre-existing unit. Hirose et al.
(1991) have proposed a comparatively simple variant
of back-propagation which allows one to vary the
number of units in a single hidden layer during a
growing phase, followed by a reduction phase.

In this paper, we describe a new approach based
on optimization of an objective function for internal
representation, the calculation of which does not
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require any explicit calculation of the network’s
outputs. Because it allows training a network layer
by layer, this idea lends itself naturally to a
constructive strategy; however, mixed strategies,
involving e.g., pruning unnecessary units in a layer
after the expansion phase, have been considered as
well (Section 6).

The concept of direct optimization of internal
representations has been previously investigated by
several authors, albeit from a different perspective.
For example, the CHIR algorithm (Grossman et al.
1989) also treats the internal representations as the
basic independent variable of the learning process,
but in the context of a fixed architecture, and without
explicit identification of an objective function. Krogh
et al. (1990) have proposed such a function, which
however depends on both the internal representations
and the connections to the output layer.

3. AN OBJECTIVE FUNCTION FOR INTERNAL
REPRESENTATIONS

3.1. Relationships between Discriminant Analysis and
Multilayer Classifier Networks

Investigations into the nature of the transformations
performed by a multilayer classifier network trained
by the least mean squares procedure have revealed
interesting connections with what is known in the
statistical literature as ‘‘discriminant analysis”.

Numerical simulations suggest that a network with
non-linear hidden units performs more severe feature
extraction than linear discriminant analysis, by
finding a non-linear transformation which returns a
larger value (with no maximization) of a separability
criterion involving the scatter matrices of the training
vectors (Asoh & Otsu, 1990; Gallinari et al., 1991). It
has been shown that, from one layer to the next,
internal representations tend to be more and more
separated, as clusters become more and more
compact, due to the compression effect of the
sigmoid function (Gallinari et al., 1991).

Theoretical studies have helped to explain and
clarify these experimental results. The linear case was
first examined by Gallinari et al. (1988) who proved
the formal equivalence between a one hidden layer
perceptron and linear discriminant analysis. In this
case, it has been shown that minimizing the quadratic
error criterion amounts exactly to maximizing the
ratio of the between-class to the within-class
covariance of the data in the space spanned by the
hidden units.

This striking result has been recovered as a special
case by Webb and Lowe (1990) who have demon-
strated that minimizing the sum-squared error at the
output of a network with non-linear hidden nodes is
in fact equivalent to maximizing a particular norm,
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the “network discriminant function”, under the
condition that the output layer transfer function is
linear. In the case of the often used 1 bit encoding, the
network discriminant function becomes equal to the
trace of the product of the weighted between-class
covariance matrix (the weighting being determined by
the square of the number of patterns in each class),
and the inverse of the total covariance matrix. As a
consequence, it was pointed out that, for this
particular coding scheme, network classifiers bias
strongly in favour of the classes with the largest a
priori probabilities.

In this paper, we propose to train each hidden layer
of a multilayer perceptron independently, by max-
imizing the ratio of the between-class to the total
covariance in that layer. In the following, the objective
function which has been chosen will be presented in
greater detail, after which the methodology for
optimizing the network structure will be described.

3.2. The Objective Function

Let Y be a p-dimensional random vector representing
the states of the units in a hidden layer, defined as:

Y =f(W-X) )

where X is a random vector containing the outputs of
the previous layer, W a weight matrix, and f a
transfer function. Following a common convention,
the bias terms are considered as weights from a unit
that is always on, and are therefore included in W; X
will be referred to as the “input” vector and Y as its
“internal representation’.

Assuming the data to be partitioned in N, classes,
we consider the problem of measuring the ‘“‘separ-
ability” of these classes in the space of internal
representations. Note that the term ‘‘separability”
must be understood here as the extent to which the
samples from different classes can be separated when
projected linearly onto a subspace of the original
feature space. It should not be confused with the
definition of linear separability as the existence of a
hyperplane perfectly separating two clusters (see
Appendix A).

Noting »; the a priori probability of class w;, the
total, between-class and within-class scatter matrices
can be defined respectively as:

T= E{Y -~ E{Y)(¥Y - E{Y})"} @
B=Y" m(E(Y|w} - EQYN(E{YIw} - BV} (3)

U= mE{(Y - E{Y|w:})(Y - E{¥|wi})'|w},  (4)
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where E{Y} represents the expected value of random
vector Y, and E{Y|w;} the expected value of Y
assuming w; (as usual, ¢ denotes transposition). It is
straightforward to show that T = U + B, and that the
maximum rank of Bis the minimum of N; — 1 and p.

In classical linear discriminant analysis, the
problem of finding a discriminant axis is solved by
determining a vector u such that

u'Bu
uw'Uu

is maximum. Using the fact that T = U + B, this is
equivalent to maximizing

u'Bu
wTu’

Noting that u is defined up to a multiplicative
constant, u‘Bu can be maximized under the
constraint w'7u=1. The vector u is determined
accordingly as the eigenvector of matrix T-'B
associated with its largest eigenvalue. Consequently,
we can define rank(B) discriminant axes associated
with the decreasing eigenvalues of T-!B. Therefore,
linear discriminant analysis can be used as a tool for
extracting a limited number of linear features while
maximizing the ratio of between-class scatter to
within-class scatter.

In the case of two classes, the criterion which is
maximized is the eigenvalue of 7~! B, which is always
bounded by 1. When N, is greater than 2, one has to
define a criterion which takes into account the
effectiveness of each discriminant axis in showing
class separability. In order to formulate such a
criterion, we need to convert the scatter matrices
into a single number. This number must be larger
when the between-class scatter is larger or the within-
class scatter smaller. Several criteria have been
proposed (Fukunaga, 1972), such as:

Jy =tr(T'B)

Jy = tr(B) — p(tr(T) - c)
_tr(B)

T

where u is a Lagrange multiplier, and ¢ a constant.

Note that, in the linear case, maximizing J; or J,
can be shown to be equivalent. However, in the non-
linear case, the maximization of tr(B) under the
constraint tr(7) = c is not entirely relevant because
there is no longer any reason to fix up the total inertia
of the training set after a non-linear transformation.
Since on the other hand J3 depends on the coordinate
system while J; does not, the latter has been adopted
in this study.

R. Lengelle and T. Deneux

4. THE ALGORITHM

Our basic assumption, supported by empirical and
theoretical evidence, is that maximizing the separ-
ability of representations in a hidden layer renders
discrimination easier in the next layer. If enough
hidden units are available, or additional hidden layers
are added, it is expected that the internal representa-
tions will eventually become separable by a single
output layer. Since no target value is used, the process
of adding hidden layers can be iterated until class
labels can be assigned to particular activation
patterns, which can be regarded as a kind of self-
encoding. If a conventional output coding scheme is
preferred, the final representations can optionally be
mapped onto imposed target values, using, for
example, a standard least mean squares procedure.
Our approach can be described as follows (Figure
1). The initial architecture consists of an input layer
and a hidden layer of py units. The weight matrix
between this layer and the input layer can be
initialized randomly (with, for example, py = 2), or
can be taken as the optimal transformation matrix
resulting from linear discriminant analysis of the
input data (in that case, po=N.—1). A new
randomly initialized unit is then added to the layer,
and the weights are iteratively updated so as to
increase the value of the objective function. If the
goal of building a standard multilayer architecture
(i.e., without any intra-layer or cross-cut connections)
is pursued, each new unit is connected to each unit in
the previous layer. Alternatively, a ‘“cascaded”
architecture can be obtained by connecting each
new unit to the previous layer and the existing units in
the current layer. Several schemes can be applied for
adapting the network after a unit has been added.
For example, a computationally effective but very
sub-optimal procedure consists of adapting the new
unit only, while maintaining the others clamped. It is
also possible to apply an alternate direction scheme in
which each unit is trained in turn while global
optimization is achieved by iterating several times
over the set of units. However, we have not found any
approach working better on average than the simplest
scheme which consists of optimizing the weights in
the whole layer simultaneously, starting from the
previous configuration. The layer is expanded until
the addition of a new unit fails to increase the value
of the objective function by a significant amount. The
process can then be repeated with a new layer, until
again no further improvement in the class separ-
ability criterion can be gained. However, it must be
noted that a single hidden layer has proved sufficient
in all the simulations on the various learning tasks
carried out so far. The hidden-to-output weights can
be initialized as the eigenvectors of 7! B and refined
using, for example, a standard LMS procedure.
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start
repeat
add 1 layer

use output of previous layer as input (add bias term)

repeat
add 1 unit in the layer
optimize the layer

store weights, value of objective function, and layer output
until objective function (on learning or cross-validation set) stops increasing
until objective function (on learning or cross-validation set) stops increasing

stop

FIGURE 1. The algorithm.

An important remark is that, in real-world
problems, the training set is usually contaminated
by noise, so that the expansion of the network must
be stopped before perfect classification of the training
data is achieved. For that reason, it is necessary to
test the significance of each new unit by computing
the resulting gain in the objective function C
computed on an independent cross-validation set.
Note that this does not imply the calculation of the
hidden-to-output weights since the test is made on the
objective function and not on the output error.

In order to obtain smaller networks, it may be
useful to eliminate the least relevant hidden units
after the growing of a layer has been completed. A
simple way of pruning the network consists of testing
the influence of each hidden unit on the objective
function C after a whole layer has been trained. This
can be done by removing in turn each unit in the layer
and computing the resulting value of C. The unit
whose removal causes the least degradation of the
objective function is tentatively removed, after which
the layer is retrained. If this operation has decreased
the value of C by less than some predetermined
threshold s, the modification is accepted, and the
process is iterated. The modified algorithm with
pruning is described in Figure 2.

Different types of search procedures can be used in
the optimization phase of the algorithm. Since the
analytical expression of the gradient of J; with
respect to the weights W can be computed (see
Appendix B), gradient-based optimization methods
can be used, and are probably the most computa-
tionally efficient. However, global search algorithms
such as simulated annealing or genetic algorithms can
be of interest for very hard problems. Good results
have been obtained with the evolutionary distributed
search algorithm recently proposed by Courrieu
(1991). The algorithm has been found to be efficient
for hard optimization, and depends only on a very
small number of parameters (Figure 3). It has been

used successfully in early tests of our method
(Lengellé & Denoeux, 1992), but the BFGS second
order algorithm has been preferred in subsequent
versions.

The complexity of our algorithm scales rather
badly with the number p of hidden units, since the
computation of the objective function necessitates the
inversion of the covariance matrix of size p, which
requires O(p>) operations. For learning tasks
requiring large networks, it may therefore be
preferable to add new layers rather than to let the
number of units in one layer grow indefinitely.

5. EXTENSION TO THE APPROXIMATION OF
CONTINUOUS FUNCTIONS

Up to now, we have restricted ourselves to the
approximation of decision (Boolean) functions. For
this kind of problem, we have proposed to increase,
from one layer to the next, a measure of class
separability. A similar strategy can readily be
proposed for the approximation of any continuous
function F : R"—jt.

In that case, the goal assigned to each layer can be
to increase a measure of linearity between the internal
representations and the desired output. A common
measure of the linear dependency between a
dependent variable F and a set of p controlled
variables Yi,...,Y, is given by the sample coeffi-
cient of multiple determination p?%:

pl=1-arv (5)

with arv, the average relative variance (Weigend et
al., 1991), defined by:

arv = (6)
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start
L0
repeat
add 1 layer ; L « L +1

use output of previous layer as input (add bias term)

p<0
repeat

add 1 unit in the layer ; p — p+1

optimize the layer

store weights, value C of objective function, and layer output
until objective function stops increasing

repeat
for: =1topdo

compute the difference AC; between the objective with and without unit 2

endfor
select i, = argming=; , AC;

optimize the layer without unit %,

compute the new value C’ of the objective function

if C —C’' < s then

accept modification ; go-on « true

else

restore previous state ; go-on « false ; endif

until go-on

until objective function (on learning or cross-validation set) stops increasing

stop

FIGURE 2. The algorithm with pruning.

where F(!) is the value of F for a particular input X,
F® is the linear mean square estimate of F given the
internal representations Yﬁl), . Y,(,I), F the average
of F on the learning set and N the total number of
learning examples. '

Therefore, p? is close to 1 when FO is a good
predictor of F, and close to 0 when F© is a bad
predictor. It is interesting to remark (Der Megre-
ditchian, 1983) that p? can be expressed as:

p2=rtR_lr (7)
with
R’_I_: COV(Yh Y]) s j7j:l,.--,P
Veov(Y,, Y;) cov(Y,, ;)
and
Yo, F
COV( ky ) k=1,’p

Iy = ]
. veov( Yy, Yi) - cov(F, F)

The equivalence between (5) and (7) can easily be
demonstrated considering the regression of
F=(FO ... F™)' on the internal representations

Y =(Y,...Y,), with Y; = (YO .. Y™ The re-
gression coefficients minimizing || F — Y A || are given
by the product of the pseudo-inverse of Y by F:

A= (YY)'Y'F (8)

Introducing this expression for 4 in ||F — YA||? and
using the definition of p? in eqn (5) leads after
transformation to eqn (7), which completes the proof.

An immediate consequence of eqns (5) and (6) is
that, for a network with one hidden layer and linear
outputs, maximizing the sample coefficient of multi-
ple determination between the internal representa-
tions and the target values is strictly equivalent to
minimizing the sum-squared output error. Conse-
quently, the usual error function of the back-
propagation algorithm can be minimized without
explicitly introducing the hidden-to-output weights,
using eqn (7). The obvious gain is a smaller number
of free parameters in the optimization process, from
which one can expect a reduction in the number of
local minima. However, it must also be noted that
this approach requires the inversion of a matrix of
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0. start

1. Generate a population of K points in weight space according to a

preselected “visiting” probability law.

Calculate the value of the objective function for each of these points
and the mean M of those values for the population.

2. do K times:

Take a sample pair of points in the current population by making a random
equiprobable choice. Of these two points, select the one that gives the
largest value of the objective function, call it the father.

Replace the other by a realization of a multidimensional Gaussian variable
with mean equal to the father and variance 0?7 .

Calculate the objective function for the new point and update M.

.1if M has improved, goto 2.
. Decrease o.

. goto 2
.stop

=~ O O i~ W

. if the end of search criterion is verified, goto 7.

FIGURE 3. The evolutionary distributed search algorithm

size p at each evaluation of the objective function or
its gradient, which is given in Appendix B.

These considerations can easily be extended to the
approximation of a function G: /"— ;™. In this
case, the global sum-squared error is the sum over all
output neurons of the individual sum-squared errors.
If the function G has the same dispersion over all its
components (which can always be achieved by
normalization), maximizing the sum of the p,?
between the internal representations and the ith
component of G is equivalent to minimizing the
global sum-squared output error.

As a consequence, the same strategy as described
in the previous section can be used for training a
network and determining its structure layer by layer,
when approximating a continuous function. Once the
objective function cannot be increased any longer
from one layer to the next, the last layer of weights
can be computed by solving a least squares problem
between the vector of states in the last layer and the
target output. With linear output units the solution is
obtained in one step using a pseudo-inverse
approach.

6. EXPERIMENTS

The various issues discussed in this paper will now be
illustrated using a series of numerical experiments.
The first learning task that will be considered is the
so-called ““two spirals” problem, which consists in
separating two interlocking spirals as shown in
Figure 4. The complexity of this learning task is
such that the standard back-propagation algorithm

fails to solve it  using as many as 50 randomly
initialized hidden units (Baum & Lang, 1991).
Successful results have been reported with the
cascade-correlation algorithm (Fahlman & Lebiere,
1990) which generates for this problem between 12
and 19 (mean: 15.2) partially interconnected hidden
units corresponding to at least 114 connection
weights.

Results with our method are displayed in Figure 5.
An interesting fact about these results is the
remarkably small variability of the learning curves
from one run of the algorithm to the other. With 33
hidden units, all the networks generated correctly
classified each of the 192 data points (see one solution
in Figures 4 and 6).

A comparison with cascade-correlation (CC) has
been performed on this learning task (Table 1). Each
algorithm was run 10 times. The statistics reported in
Table 1 were computed using the successful trials
only, i.e., eight trials for CC and the 10 trials for our
algorithm (runs of the CC algorithm which had not
converged with 30 hidden units have been classified as
unsuccessful). The simulations were performed in the
MATLAB language on a Sun workstation. The
execution times given in Table 1 must be interpreted
with great caution, as the program codes have not
been optimized with respect to execution speed. As
can be seen, our algorithm most of the time generated
smaller networks, in terms of number of connections.
However, it was about three times slower (in our
implementation), mainly because of the matrix
inversion needed for each computation of the
objective function.
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FIGURE 4. The spirals data, with one of the decision boundaries
obtained (class 1: +; class 2:*).

The ability of our algorithm to discover interesting
solutions to discrimination problems using a
comparatively small number of hidden units has
been confirmed by several other experiments. For
example, Figure 7 represents a two-class problem in
which the data points are arranged along two sine
curves. At least two obvious solutions to this
problem, which are easily found by the back-
propagation algorithm, make use of five hidden
units. Shown in Figures 7 (hidden layer weights and
decision boundary) and 8 (network output) is a rather
unexpected solution with only three hidden units
which is discovered by our algorithm most of the
time, starting from random initial conditions. After
running the back propagation algorithm many times,
no comparable solution has been obtained. Among
other things, this example demonstrates that the
common interpretation of hidden units as performing
piecewise linear discrimination is not always relevant.

A totally different example is taken from Kohonen
et al. (1989). In this problem, the samples to be
classified are assumed to be taken from two
symmetrical bidimensional normal distributions
having the same mean and square root of variance
equal to 1 and 2, respectively (Figure 9). In this case,
the optimal decision boundary corresponding to the
Bayes classifier is a circle. Therefore, the complexity
of the task arises this time not so much from the
complexity of the decision boundary, but from the
very strong overlap between the two distributions. In
such a situation, it is necessary to use a resampling or
cross-validation method to estimate the class separ-
ability criterion to avoid the over-learning effect.
Figure 10 shows the means for 10 trials of the
estimated criteria on the training set and two

R. Lengellé and T. Deneux

separability criterion

0 5 10 15 20 25 30 35
number of hidden units

FIGURE 5. Tr(T~'B) as a function of the number of hidden units
for the spirals problem (four consecutive runs).

independent data sets (which can be considered as a
cross-validation set and a test set), as a function of
the number of hidden units. Figure 11 reports the
corresponding estimated error rates. As can be seen a
network with 3—4 hidden units would be selected by
this method, yielding an estimated error rate of
approximately 0.29, i.e., slightly more than the Bayes
error rate (0.26).

As an example of a complex real-world classifica-
tion problem, the application to automatic analysis
of human sleep was considered. Sleep research
has considerably improved in the last 10 years. In
humans, polygraphic sleep techniques have per-
mitted the definition of five sleep stages, described
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FIGURE 6. Output of a network trained on the spirals data.
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TABLE 1
Comparison between Cascade-correlation (CC) and our
Algorithm (IRO) on the Spirals Problem

Hidden Units Connections Execution Time

(x10*s)

cc

Min. 13 133 0.14
Max. 20 273 3.77
Mean 15.63 181.75 1.00
Std 2.13 23.90 1.15
IRO

Min. 30 121 1.65
Max. 42 169 434
Mean 36.60 147.40 2.93
Std 403 16.13 0.84

The statistics have been computed using 8 trials for CC and
10 trials for IRO

in a standard manual (Rechstschaffen & Kales,
1968). Each sleep stage is usually hand scored by an
expert using 30-s epochs, for the whole night.
Representation of sleep stage versus time is called a
hypnogram. A neural network approach to auto-
matic analysis of sleep has been recently proposed
(Schaltenbrand et al, 1993). In this study, 17
parameters were extracted from the time-frequency
analysis of three electro-physiological signals: elec-
tro-encephalogram (EEG), electro-myogram
(EMG) and electro-oculogram (EOG), and were
used as inputs to a multilayer perceptron. The
architecture of the network, optimized using a
cross-validation data set, consisted in a single
hidden layer 17-10-6 network (the output layer was
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+ + .'j+
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FIGURE 7. The two sine curves data, with a particular solution
(weights and corresponding decision boundary) involving only
three hidden neurons (class 1: +; class 2: *).
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network output

input space

FIGURE 8. Output of a network trained on the two sine curves
data.

composed of six units corresponding to five sleep
stages and wakeness). The network was trained
on a data set composed of 12,455 30-s epochs
corresponding to the analysis of 12 all-night sleep
recordings, and tested on an independent test set
of 11,906 30-s epochs. Each night of the training
set was analysed by a single expert. The test set
was labelled by a pool of 10 experts and observa-

2t %

6 " . . . n
-6 -4 2 0 2 4 6

FIGURE 9. The data set for the third problem: two symmetrical
bidimensional normal distributions with the same mean and
square root of variance equal to 1 and 2, respectively (class 1:
+; class 2: *). The Bayes boundary and the boundary obtained
are indicated by solid and dotted lines, respectively.
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tions were assigned class labels according to the
majority rule (notice that the average inter-expert
agreement was shown to be 87.9% in this study).
The authors have reported an average misclassifica-
tion rate of 14.9% on the training set and 19.4%
on the test set.

We have applied our internal representation
optimization algorithm to this problem, using the
same data sets. The network architecture was
optimized accordingly, consisting of a single hidden
layer of 12 wunits, i.e., slightly more than the
network reported by Schaltenbrand. We noticed a
training set error rate of 19.6% (to compare with
149%) and a test set error rate of only 17.1%,
i.e.,, smaller than the error probability reported by
Schaltenbrand (19.4%), and also smaller than the
error rate obtained on the training set. This is
certainly due to a regularization effect of the
labelling process on the solution, but however
indicates that our algorithm seems to be less
sensitive to overfitting.

As a case study for the approximation of a
continuous function, let us now consider the
function:

F(x, y) =sin(y/x2 + y?)

in the domain [-5, 5]* (Figure 12).

The evolution of p? as a function of the number
of hidden units when training five networks on
the function F starting from different initial
conditions is reported in Figure 13. Once again,
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FIGURE 10. Tr(T~'B) as a function of the number of hidden units
for the third problem (average over 10 trials), on the training set
(upper curve) and two independent sets {lower curves).
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FIGURE 11. Misclassification error rate on the learmning set
(lower curve) and two independent test sets (upper curves), as a
function of the number of hidden units, for the third problem
(average over 10 trials).

robustness appears to be a noticeable feature of
the algorithm. A sample coefficient of multiple
determination of 0.99 is always attained with 21
hidden units. In order to evaluate the influence
of the objective function on the efficiency of the
algorithm, the same constructive procedure has
been applied while minimizing the mean-squared
output error mse instead of maximizing p2. Since
it has been shown in Section 5 that the maximiza-
tion of p? and the minimization of mse are
equivalent, the only difference lies in the number of
free parameters of the optimization problem. As
expected, the performance of the algorithm was
significantly worse when mse was taken as the
objective function, with a maximum value of p?
equal to 0.95 with 21 hidden units. This confirms
that the choice of p? as the objective function is
to some extent responsible for the robustness of
the algorithm.

Figure 14 shows the evolution of p? during
the growing phase followed by a reduction phase
conducted according to the pruning procedure
described in Section 4 (with the stopping criterion
relaxed). In the case, the value of 0.99% for p?
had been reached with 21 hidden units in the
growing phase, and was preserved with only 15
hidden units in the decreasing phase. The value
of 0.9975 obtained with 25 hidden units in the
increasing phase could be maintained after the
pruning of 3 hidden units. These results demon-
strate the usefulness of a reduction phase for
obtaining minimal-size networks.
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FIGURE 12. The function F(x,y)=sin{(x%+y?)"*) in the
domain [5, 5]°.

7. CONCLUSIONS

A new algorithm for adapting the topology of
multilayer feedforward networks in the course of
the training process has been described. The basic
features of this algorithm are an objective function
for internal representations, and a scheme for
gradually increasing the complexity of the network
architecture. Objective functions have been defined
both for classification and approximate interpola-
tion problems. These functions, which do not
depend on the hidden-to-output weights, can be
regarded as intrinsic measures of the degree to

objective function

5 10 15 20
number of neurons

FIGURE 13. p? as a function of the number of hidden units {five
consecutive runs).
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FIGURE 14. Evolution of p? during a growing phase (solid line)
followed by a pruning phase (dotted line). The numbers indicate
the iterations of the construction algorithm. Iterations from 1 to
24 correspond to the growing phase. Rterations from 25 to 47
correspond to the pruning phase.

which the task can be solved linearly in the space
spanned by the hidden units. The process of adding
new units—and, if necessary, new layers—stops
when the last hidden layer can be connected directly
to the output layer.

Many variants of this basic scheme can be
imagined, only a few of which have been fully
investigated. One of these variants, which has
proved beneficial, consists of reducing the size of
the hidden layers generated by the constructive
algorithm, by gradually removing the least relevant
units and retraining the whole layer. Another
interesting possibility could be to extend the search
space of the algorithm to different topologies
(e.g., short-cut connections, cascaded architectures)
and different types of units (e.g., radial Dbasis
function units). This possibility—and others—will
be subject to further research.
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NOMENCLATURE

Y vector of unit states in the current
hidden layer

X outputs from previous layer

r number of units in the current
hidden layer

W weight matrix

f hidden unit transfer function

N, number of classes

T total scatter matrix

B between-class scatter matrix

U within-class scatter matrix

Ji(i =1,2,3) separability criteria

N number of training samples

p? sample coefficient of multiple
determination

arv average relative variance

R correlation matrix of vector Y

APPENDIX A: RELATIONSHIP BETWEEN
LINEAR DISCRIMINATION AND FISHER’S
LINEAR DISCRIMINANT

Consider the case where two clusters are to be linearly separated.
Let X; be the vector composed of the p components of the
observation i and 1 as the (p + 1)th component (this transforma-
tion allows one to consider only hyperplanes passing through the
origin in the new space even though the corresponding hyperplane
can be in any position in the initial space). The linear
discrimination problem consists in determining a hyperplane
defined by its normal vector A such that X{A > 0 if X; belongs to
class one and X{A < 0 if the observation belongs to class 2.
Replacing X; by —X; if X; belongs to cluster 2 transforms the initial
problem into a new one that consists of finding now a vector A
verifying X; A > 0 for all i. Solutions, if they exist (i.., if and only if
the clusters are linearly separable), can be found by solving this
system of inequalities. An approach to determine a solution is the
perceptron learning rule, which consists of modifying A in such a
way that each misclassified point attempts to verify its own
inequality. This procedure can be shown to be equivalent to
minimizing the sum of the distances from these points to the
decision boundary. However, since no weight vector can correctly
classify every sample in a non-separable set, the corrections may
never cease. This is the reason why researchers have tried to define
criteria that take into account all the samples instead of focusing
their attention only on misclassified samples.
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Let us attempt to solve XA = b, where b, is an arbitrarily
positive number. Generally, the number N of samples is much
larger than the dimension p + 1 of A, so that no exact solution
exists. However, we can seek a vector that attempts to minimize the
sum of squares between X; A and b;. The solution is then given by a
pseudo-inverse approach. An essential result (Duda & Hart, 1973)
is that if b, = 1/N| if the observation X; belongs to class 1 and 1/N,
if it belongs to class 2, where N is the number of observations from
class j, then the weight vector minimizing the error is proportional
to the product of the inverse of the within-class scatter matrix by
the difference of the mean vectors [A = U~'(m, — m,)] which is
precisely the solution for Fisher’s hinear discriminant (Duda &
Hart, 1973). This relationship justifies the definition of some
criterion involving scatter matrices as a measure of class
separability.

APPENDIX B: GRADIENT CALCULATION

Determination of the Gradient of tr(7-1B) w.r.t. the
Weights

Let y and Y denote respectively the p-dimensional vectors of
activations and states of a hidden layer, and X the vector of inputs
to that layer. By definition, we have:

y=W-X, (B.1)

Y =/(y), (B.2)

where W is the weight matrix, and f the transfer function.

Assuming the input X to be taken from a given distribution, let
us consider the total scatter matrix 7 and the between-class scatter
matrix B in the hidden layer, as well as tr(T"' B), as functions of the
weights W, and let g(W) = tr(T™' B). Using the fact that both T
and B are symmetric, the derivative of g w.r.t. a weight W, , is given
by:

IS~ O OBma
+2. 2 BBy Wi (B3)

Let us now express the four derivatives appearing in (B.3). We
use the fact that, for any non-singular matrix R:

AR _
ax )

Applying this equation for x = R, ; yields:

aR"!
6R,"j

= —R_l],'_jR_],

where [, ; is the matrix with the component (i, j) equal to 1, and all
other components equal to 0.
Furthermore, if R is symmetric, then:

dR

3R, = M +hi— bl =1,

where §; ; is the Kronecker symbol, and consequently:

8R!
AR, ;

=-R'I; ;R

From the preceding considerations, we have:
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og _ * 1
T ("1}, T B) (B.4)
= —te(I}, T'BT™) (B.S)
=—(0;;+6,—8,0.;) (B-6)
=—(2- 6,;,-)0,;], (B.7)

where §,; is the element (i, j) of matrix § = T"'BT™'. Moreover,

oT,; dcov(Y;, Y))
Wi OWi
=cov(Y;, f' (m) Xx)éi j + cov(f' (yi) X, ¥;)8,:  (BYI)

(B8)

where cov(-, -) is the usual covariance operator.
From the properties recalled above:

dg

55— = Tmint Tum = SmnT), (B.10)

=Q2=bna) T, (B.11)

Let us now give a formula for

OB n
6W“ :

By definition, we have:

5= m(E(Ylor) = EQONE(Vlor} — B

Hence,

Dme 5 ((AEEOD) (g gy,

Wi 4 Wi
+2m ((E{Ylw.-} - E(Y}), (M%“%V}:E&))

with

QE(X|witm _ prp _
T“—E{f (ym )Xk |wi o4 m

and

3W.x

6 W,'k Zi n;

AE(Y), L.m gl

which completes the calculation of

g
OIWix

The complexity of this gradient calculation can be estimated in
the following way. Let N be the size of the training set and N, the
number of classes. The estimation of T requires

pip+1)
N=5

multiplications, and the determination of B about
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pip+1)
N ==

The objective function can be evaluated with O{p’) more
operations (inversion of T and product with B). The first step for
gradient determination is the evaluation of matrix #, with 21;3
multiplications. Then, for each weight, the main part of the
computational time is spent in the evaluation of the covariances
appearing in eqn (B.9) (3N operations) and of

BE{Y|w},
AW,s

i.e., N products in the case of equal priors. This must be multiplied
by o(p®) because of the double summations in eqn (B.3).
Consequently, the computation of the whole gradient requires
O(Np®) operations.

Determination of the Gradient of p? w.r.t. the Weights
With the notations introduced in Section 5, we have:

p2 — rlR-lr
with:
R, = cov(Y;, Yi)
7 Veou(Y;, ) - cov(Y}, Y;)

COV(Y;‘, F)

= V%) ko,
"= Joov(Yx, Ye)oov(F, F) P

,hj=1,...,p and

In order to compute the gradient of p? w.r.t. the weights W, we
shall use the following property (Der Megreditchian, 1983): Let R®
be the matrix obtained by removing from R line / and column 7, 7
the vector obtained by removing from r the component /, and s
the vector formed by the /th column of R. We have:

bt
S FORO-150 (n— s RO-1£0)
1 s RO-150

which can be more simply written:

2
2_ 2, (n=4)
FErT T

In this expression, only r,, 4 and B depend on the weights
Wi, - - ., Wi, connecting the th hidden unit to the previous layer.
Therefore, we have:

apt
oW,
3’] aA 2 0B
2R (g ) 0= B+ 047 g
(1-8y )

We must now determine
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and
8B
oW,
We have:
6r,
AW,
cov(F, ' (y1) X,)y/cov(Yy, Y1)
_ —cov( Yy, F) — cov(Y, 1 (31) X,)/ /oov(Ys, Y1)
cov( Yy, Y1)y/cov(F, F)
and
A a _
_ 0 Ri0-1 5
BWI,,—BWL, (s RO-TFI)
= (VW ps(f)l)R(l)'l;(Ol
with

) cov(%1, Yx)
OWip OWi, \\Joov(Yy, Yi) -cov(Y1, 17)/

Denoting by Num and Den, respectively, the numerator and
denominator of the previous expression, we can write:

& Num dDen
as(k[) *————m‘p Den — Num "’l_‘,
oW, , - Den?
where
O Num ,
oW, =cov( Yy, f' (31} Xp)
and
dDen _ cov( Yy, Yi)cov( Yy, f'(y1) X;)
oW, Den ‘
Lastly, for
OB
ow,,’

we simply obtain:

0B

Lp

=2sWRD-1y Wl,ps(m

The computation of the objective function requires

plptl)
N=3

multiplications for the determination of R, O(p®) for the matrix
inversion and O(p?) for the evaluation of r'R'r, where N is
the number of samples used to train the network. To evaluate
the gradient, all the covariances appearing in the equations
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can be determined with O(Np?®) operations and all the R®™

must be computed with (at most) O(p*) multiplications.

Computation of
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and

2]
ow,,

need O(p?) operations. Consequently, the whole gradient
determination can be achieved with O (p* + Np?) multiplications.



